![](data:image/png;base64,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)

**ATENEO DE DAVAO UNIVERSITY**

**PROGRAMMING VARSITY**

**Team ATENEO BLUE KNIGHTS II**

**Coach: NISPEROS,** Sheila Dawn M.

**Members:**

**BACALSO,** Kurt S.

**CASTAÑEDA,** Dharyl Daniel

**GARCIA,** Felicia Rose D.

ACM-ICPC Team Reference Document

1. **Data Structures**

e. **Bit Manipulation**

class BitMan {

public int setBit(int S, int j)

{ return S | (1 << j); }

public int isOn(int S, int j)

{ return S & (1 << j); }

public int clearBit(int S, int j)

{ return S & ~(1 << j); }

public int toggleBit(int S, int j)

{ return S ^ (1 << j); }

public int lowBit(int S)

{ return S & (~S); }

public int setAll(int n)

{ return (1 << n) – 1; }

public int module(int x, int N)

{ return ((x) & (N – 1)); }

public int isPowerOfTwo(int x)

{ return (x & (x – 1)}; )

public int nearestPowerOfTwo(int x)

{ return ((int)Math.pow(2.0, (int)((Math.log((double)x) /

Math.log(2.0)) + 0.5))); }

}

h. **PriorityQueue**

PriorityQueue<T> pq = new PriorityQueue<T>(); //T must have Comparable

implemented

pq.offer(T);

t = pq.poll();

i. **Graph**

class Node implements Comparable<Node> {

T node; //must have comparable implemented

Node<T> edges;

public Node(T v) {

vertex = v;

edges = new Node<T>();

}

public int compareTo(Node v) {

if(node.compareTo(v.node) != 0)

return node.compareTo(v.node);

else

// return something

}

}

// usage: Vector<Vertex> graph;

j. **Union-Find Disjoint Sets**

class UFDSet {

Vector<Integer> pset;

public UFDSet() {

pset = new Vector<Integer>();

}

public void initSet(int size) {

pset = new Vector<Integer>();

for(int i=0; i<size; i++)

pset.add(i);

}

public int findSet(int i) {

if(pset.get(i) == i)

return i;

else {

int ret = findSet(pset.get(i));

pset.set(i, ret);

return ret;

}

}

public void unionSet(int i, int j) {

pset.set(findSet(i), findSet(j));

}

public boolean isSameSet(int i, int j) {

return findSet(i) == findSet(j);

}

}

k. **Segment Tree**

class SegmentTree {

int[] stree;

public void build(int[] array, int vertex, int left, int right) {

if(left == right)

stree[vertex] = left;

else {

int nL = 2 \* vertex, nR = 2 \* vertex + 1;

build(array, nL, left, (left+right)/2);

build(array, nR, (left+right)/2+1, right);

int lContent = stree[nL], rContent = stree[nR];

int lValue = array[lContent], rValue = array[rContent];

stree[vertex] = (lValue <= rValue) ? lContent : rContent;

}

}

public void create(int[] array) {

int len = (int)(2 \* Math.pow(2.0,

Math.floor((Math.log((double)A.length) / Math.log(2.0)) + 1)));

stree = new int[len];

for(int i=0; i<len; i++) stree[i] = 0;

build(array, 1, 0, array.length-1);

}

public int rmq(int[] array, int vertex, int left,

int right, int start, int end) {

if(start > right || end < left) return -1;

if(left >= start && right <= end)

return stree[vertex];

int pos1 = rmq(array, 2\*vertex, left, (left+right)/2, start, end);

int pos2 = rmq(array, 2\*vertex+1, (left+right)/2+1, right, start,

end);

if(pos1 == -1) return pos2;

if(pos2 == -1) return pos1;

return (array[pos1] <= array[pos2]) ? pos1 : pos2;

}

}

l. **Fenwick Tree**

class FenwickTree {

public int LSOne(int S)

{ return (S & (-S)); }

public Vector<Integer> create(int n) {

Vector<Integer> v = new Vector<Integer>();

for(int i=0; i<=n; i++)

v.add(0);

return v;

}

public int rsq(Vector<Integer> ft, int b) {

int sum = 0;

for(; b > 0; b -= LSOne(b))

sum += ft.get(b);

return sum;

}

public int rsq(Vector<Integer> ft, int a, int b){

return rsq(ft, b) – (a == 1 ? 0 : rsq(ft, a – 1));

}

public void adjust(Vector fr, int k, int v) {

for(; k < ft.size(); k += LSOne(k))

ft.set(k, ft.get(k) + v);

}

}

1. **Problem Solving Paradigms** **– Problems**

a. **8 Queens Chess Problem (backtracking)**

public class EightQueens {

static int[] row;

static int[][] sols;

static int a, b, count;

public static boolean place(int col, int i) {

for(int j=1; j<col; j++)

if(row[j] == i || (Math.abs(row[j] – i) == Math.abs(j – col)))

return false;

return true;

}

public static void backtrack(int col) {

for(int i=1; i<=8; i++)

if(place(col, i)) {

row[col] = i;

if(col == 8 && row[b] == a) {

for(int j=1; j<=8; j++)

sols[count][j] = row[j];

}

else backtrack(col + 1);

}

}

public static void Main(String[] args) {

row = new int[9];

sols = new int[100][9];

a = b = 1;

count = 0;

backtrack(1);

}

}

b. **Longest Increasing Subsequence (Iterative)**

public static int lis\_length(int[] array) {

int n = a.length;

int[] q = new int[n];

for(int k=0; k<n; k++) {

int max = 0;

for(int j=0; j<k; j++)

if(a[k] > a[j])

if(q[j] > max)

max = q[j];

q[k] = max + 1;

max = 0;

for(int i=0; i<n; i++)

if(q[i] > max) max = q[i];

return max;

}

c. **Maximum 1D Sum (DP)**

public void max1Dsum(int[] arr) {

int maxSum = -1000000000, curMaxSum = 0, curSIndex = 0, curEIndex,

maxSIndex = 0, maxEIndex = 0;

for(curEIndex=0; curEIndex<n; curEIndex++) {

curMaxSum = curMaxSum + array[curEIndex];

if(curMaxSum > maxSum) {

maxSum = curMaxSum;

maxSIndex = curSIndex;

maxEIndex = curEIndex;

}

if(curMaxSum < 0) {

curMaxSum = 0;

curSIndex = curEIndex + 1;

}

}

// maxSum, maxSIndex, maxEIndex

}

d. **Maximum 2D Sum (DP)**

public void max2Dsum(int[][] matrix) {

int possibleMax, currentMax=0, uncounted=1;

int n = matrix[0].length;

for(int i=0; i<n; i++)

for(int j=0; j<n; j++) {

if(j > 0)

matrix[i][j] += matrix[i][j-1];

}

for(int left=0; left<n; left++)

for(int right=left; right<n; right++) {

possibleMax = 0;

for(int row=0; row<n; row++) {

if(left > 0)

possibleMax += matrix[row][right] – matrix[row][left-

1];

else

possibleMax+=matrix[row][right];

if(possibleMax < 0) possibleMax = 0;

if(unCounted == 1 || possibleMax > currentMax) {

currentMax = possibleMax;

unCounted = 0;

}

}

}

}

e. **0-1 Knapsack (DP)**

double[] values, weights;

double maxWeight;

double[][] cost;

public static void knapsack01() {

int n = values.length;

for(int j=0; j<maxWeight; j++)

cost[0][j] = 0;

for(int i=0; i<n; i++) {

cost[i][0] = 0;

for(int j=1; j<maxWeight; j++) {

if(j[i] <= w)

cost[i][j] = cost[i-1][j];

else {

if(cost[i-1][j] > v[i] + cost[i-1][j-w[i]])

cost[i][j] = cost[i-1][j];

else

cost[i][j] = v[i] + cost[i-1][j-w[i]];

}

}

}

}

f. **Longest Common Subsequence (DP)**

public int LCS(String x, String y) {

int[][] cost = new int[x.length()+1][y.length()+1];

for(int i=0; i<x.length()+1; i++)

cost[i][0] = 0;

for(int j=0; j<y.length()+1; j++)

cost[0][j] = 0;

for(int i=1; i<x.length()+1; i++)

for(int j=1; j<x.length()+1; j++) {

if(x.charAt(i) == y.charAt(j))

cost[i][j] = cost[i-1][j-1] + 1;

else

cost[i][j] = Math.max(cost[i][j-1],

cost[i-1][j]);

}

return cost[x.length()][y.length()];

}

// call the first function with i=m, j=n

public Vector<String> backtrack(int[][] cost, String x, String y, int i,

int j) {

if(i == 0 || j == 0)

return new Vector<String>();

else if(x.charAt(i) == y.charAt(j)) {

Vector<String> temp = backtrack(cost, x, y, i-1, j-1);

for(int k=0; k<temp.size(); k++) {

String tmp = temp.elementAt(k);

temp.setElementAt(tmp+x.charAt(i), k);

}

return temp;

}

else {

Vector<String> r = new Vector<String>();

if(cost[i][j-1] >= cost[i-1][j])

r = backtrack(cost, x, y, i, j-1);

if(cost[i-1][j] >= cost[i][j-1]) {

Vector<String> temp = backtrack(cost, x, y, i-1, j);

for(int k=0; k<temp.size(); k++)

r.addElement(temp.elementAt(k));

}

return r;

}

}

g. **Coin Change (DP)**

// 1 <= i <= denom.length-1 (n+1), 0 <= j <= change

public void coinChange(int[] denom, int change, int[][] cost, boolean[][]

used) {

for(int j=0; j<=change; j++) {

cost[denom.length-1][j] = j;

used[denom.length-1][j] = true;

}

for(int i=denom.length-1; i>=1; i--)

for(int j=0; j<=change; j++) {

if(denom[i] > j || cost[i+1][j] < 1 + cost[i][j-denom[i]]) {

cost[i][j] = cost[i+1][j];

used[i][j] = false;

}

else {

cost[i][j] = 1 + cost[i][j-denom[i]];

used[i][j] = true;

}

}

}

public void print(int[] denom, int change,

boolean[][] used) {

int temp = change;

for(int i=denom.length-1; i>=1; i--) {

if(used[i][change])

while(temp >= denom[i]) {

temp -= denom[i];

System.out.println(denom[i]);

}

}

}

h. **Levenshtein Distance (DP)**

public int editDistance(String s, String t) {

int sLength = s.length();

int tLength = t.length();

int cost = 0;

if(s.charAt(0) != t.charAt(0))

cost = 1;

if(sLength == 0)

return tLength;

else if(tLength == 0)

return sLength;

else

return Math.min(Math.min(editDistance(s.substring(1), t)+1,

editDistance(s, t.substring(1))+1), editDistance(s.substring(1),

t.substring(1))+cost);

}

i. **Traveling Salesman Problem (DP)**

int[] x, y;

int[][] dist, memo;

public int tsp(int pos, int bitmask) {

if(bitmask == (1 << (n+1)) – 1)

return dist[pos][0];

if(memo[pos][bitmask] != -1)

return memo[pos][bitask];

int ans = 2000000000;

for(int nxt=0; nxt<=n; nxt++)

if(nxt != pos && (bitmask & (1 << nxt)) == 0)

ans = Math.min(ans, dist[pos][nxt] + tsp(nxt, bitmas | (1 <<

nxt)));

return memo[pos][bitmas] = ans;

}

// 11 = number of nodes

x = new int[11]; // coordinates

y = new int[11];

dist = new int[11][11];

memo = new int[11][1 << 11];

for(int i=0; i<11; i++)

for(int j=0; j<11; j++)

dist[i][j] = Math.abs(x[i]-x[j]) + Math.abs(y[i]-y[j]);

for(int i=0; i<11; i++)

for(int j=0; j<(1<<11); j++)

memo[i][j] = -1;

int tspLength = tsp(0, 1);

j. **Binary Search Tree (Divide & Conquer)**

public class BinarySearchTree {

BinarySearchTree left, right;

String value;

int count;

public BinarySearchTree(String val) {

left = right = null;

count = 0;

value = val;

}

public boolean search(String val) {

if(value == null)

return false;

else if(val.compareTo(value) < 0) {

if(left != null)

return left.search(val);

else

return false;

}

else if(val.compareTo(value) > 0) {

if(right != null)

return right.search(val);

else

return false;

}

else return true;

}

public void insert(String val) {

if(value == null) {

value = val;

count++;

}

else if(val.compareTo(value) < 0) {

if(left == null)

left = new BinarySearchTree();

left.insert(val);

}

else if(val.compareTo(value) > 0) {

if(right == null)

right = new BinarySearchTree();

right.insert(val);

}

else if(val.compareTo(value) == 0)

count++;

}

public void remove(String val) {

if(val.compareTo(value) == 0) {

if(left == null && right == null) {

value = null;

count = 0;

}

else if(left == null) {

left = right.left;

right = right.right;

value = right.value;

count = right.count;

else if(right == null) {

right = left.right;

left = left.left;

value = left.value;

count = left.count;

}

else {

value = right.getMinVal();

right.removeAll(value);

}

}

else if(val.compareTo(value) < 0)

left.removeAll(val);

else if(val.compareTo(value) > 0)

right.removeAll(val);

}

public String getMinVal() {

if(left == null)

return value;

else

return left.getMinVal();

}

public void inOrder(Vector<String> sorted) {

if(temp.value == null)

return;

if(temp.left != null)

temp.left.inOrder(sorted);

sorted.addElement(temp.value);

if(temp.right != null)

temp.right.inOrder(sorted);

}

public void preOrder() {

if(temp.value == null)

return;

System.out.println(temp.value);

if(temp.left != null)

temp.left.preOrder();

if(temp.right != null)

temp.right.preOrder();

}

public void postOrder() {

if(temp.value == null)

return;

if(temp.left != null)

temp.left.preOrder();

if(temp.right != null)

temp.right.preOrder();

System.out.println(temp.value);

}

}

1. **Towers of Hanoi**

public void solve(int count, char source, char destination, char

intermediate) {

if(count == 1)

// move top disc from pole <source> to pole <destination>

else {

solve(count-1, source, intermediate, destination);

solve(1, source, destination, intermediate);

solve(count-1, intermediate, destination, source);

}

}

1. **Josephus Problem**

public int josephus(int n, int k) {

if(n == 1) return 1;

else return ((josephus(n-1, k) + k-1) % n) +1;

}

1. **Graph** // using graph data structure above
   1. **Topological Sort**

public Vector<Node> topoSort(Vector<Node> graph) {

int[] incoming = new int[graph.size()];

for(int i=0; i<graph.size(); i++) {

Vector<Node> edges = graph.elementAt(i).edges;

for(int j=0; j<edges.size(); j++) {

Node temp = edges.elementAt(j);

incoming[temp.index]++;

}

}

Vector<Node> topo = new Vector<Node>();

Vector<Node> edges;

Queue<Node> q = new LinkedList<Node>();

for(int i=0; i<incoming.length; i++)

if(incoming[i] == 0)

q.add(graph.elementAt(i));

while(!q.isEmpty()) {

Node temp = q.remove();

topo.addElement(temp);

edges = temp.edges;

for(int i=0; i<edges.size(); i++) {

temp = edges.elementAt(i);

incoming[temp.index]--;

if(incoming[temp.index] == 0)

q.add(temp);

}

}

int sum = 0;

for(int i=0; i<incoming.length; i++)

sum += incoming[i];

if(sum == 0)

return topo;

else

return null;

}

* 1. **Bipartite Graph**

public boolean isBipartite(Vector<Node> graph) {

Queue<Node> q = new LinkedList<Node>();

boolean[] visited = new boolean[graph.size()];

visited[0] = true;

q.add(graph.elementAt(0));

graph.elementAt(0).color = true;

while(!q.isEmpty()) {

Node temp = q.remove();

Vector<Node> edges = temp.edges;

for(int i=0; i<edges.size(); i++) {

Node m = edges.elementAt(i);

if(!visited[m.index]) {

if(m.color == temp.color)

return false;

m.color = !temp.color;

visited[m.index] = true;

q.add(m);

}

}

}

return true;

}

* 1. **All Pairs Shortest Paths**

public void floydWarshall(int[][] graph) {

int length = graph[0].length;

for(int k=0; k<length; k++)

for(int i=0; i<length; i++)

for(int j=0; j<length; j++)

graph[i][j] = Math.min(graph[i][j], graph[i][k] +

graph[k][j]);

}

* 1. **Minimum Spanning Tree**

class Edge implements Comparable<Edge> {

Node a, b;

double weight;

public Edge(Node c, Node d, double w) {

a = c;

b = d;

weight = w;

}

public int compareTo(Edge e) {

if(Double.compare(weight, e.weight) != 0)

return Double.compare(weight, e.weight);

else if(a.compareTo(e.a) != 0)

return a.compareTo(e.a);

else

return b.compareTo(e.b);

}

}

public double mstKruskal(PriorityQueue<Edge> edgeList, int nodes) {

UFDSet set = new UFDSet();

double cost = 0;

set.initSet(nodes);

while(!edgeList.isEmpty()) {

Edge temp = edgeList.poll();

double a = temp.a;

double b = temp.b;

if(!set.isSameSet(a, b)) {

cost +=a;

set.unionSet(a, b);

}

}

return cost;

}

* 1. **Single-Source Shortest Path (Positive Weights)**

public Vector<Integer> dijkstra(Vector<Node> graph, Node s) {

PriorityQueue<Node> pq = new PriorityQueue<Node>();

Vector<Integer> dist = new Vector<Integer>();

dist.set(s.index, 0);

pq.offer(s);

Vector<Node> edges;

while(!pq.isEmpty()) {

Node temp = pq.poll();

if(temp.dist <= dist.elementAt(temp.index)) {

edges = temp.edges;

for(int i=0; i<edges.size(); i++) {

Node t2 = edges.elementAt(i);

if(dist.elementAt(temp.index) +

t2.dist < dist.elementAt(t2.index))

{

dist.set(t2.index, dist.get(temp.index) + t2.dist);

pq.offer(t2);

}

}

}

}

return dist;

}

* 1. **Single-Source Shortest Path (Negative Weights)**

public Vector<Integer> bellmanFord(Vector<Node> graph, Node s) {

Vector<Integer> dist = new Vector<Integer>();

dist.set(s.index, 0);

for(int i=0; i<graph.size()-1; i++)

for(int j=0; j<graph.size(); j++) {

Node temp = graph.elementAt(j);

Vector<Node> edges = temp.edges;

for(int k=0; k<edges.size(); k++) {

Node t2 = edges.elementAt(k);

dist.set(t2.index, Math.min(dist.get(t2.index),

dist.get(temp.index) + temp.weight);

}

}

boolean nega\_cycle = false;

for(int i=0; i<graph.size(); i++) {

Node temp = graph.elementAt(i);

Vector<Node> edges = temp.edges;

for(int j=0; j<edges.size(); j++) {

Node t2 = edges.elementAt(j);

if(dist.get(t2.index) > dist.get(temp.index) + t2.dist)

nega\_cycle = true;

}

}

if(nega\_cycle)

return new Vector<Integer>();

else

return dist;

}

* 1. **Maximum Flow**

int maxv = // get the max vertices that can be made

int[][] res = new int[maxv][];

Node s, t;

int f;

Vector<Integer> p = new Vector<Integer>();

public void augment(Node v, int minEdge) {

if(v.equals(s))

f = minEdge;

else if(p.get(v.index) != -1) {

augment(p.get(v.index), Math.min(minEdge,

res[p.get(v.index)][v.index]));

res[p.get(v.index)][v.index] -= f;

res[v.index][p.get(v.index)] += f;

}

}

public int edmondsKarp(Vector<Node> graph) {

int mf = 0;

while(true) {

f = 0;

Queue<Node> queue = new LinkedList<Node>();

Vector<Integer> dist = new Vector<Integer>();

dist.addAll(Collections.nCopies(graph.size(), 2000000000));

q.offer(s);

dist.set(s.index, 0);

p.clear();

p.addAll(Collections.nCopies(graph.size(), -1));

while(!q.isEmpty()) {

Node u = q.poll();

if(u.equals(t)) break;

for(int v=0; v<maxv; v++)

if(res[u.index][v] > 0 && dist.get(v) == INF) {

dist.set(v, dist.get(u.index) + 1);

q.offer(v);

p.set(v, u.index);

}

}

augment(t, 2000000000);

if(f == 0) break;

mf += f;

}

return mf;

}

l. **Strongly Connected Components**

int lowest[MAXV], num[MAXV], visited[MAXV], comp[MAXV];

int prev\_edge[MAXE], last\_edge[MAXE], adj[MAXE], nedges;

int cur\_num, cur\_comp;

Stack<Integer> visiting;

public void init() {

for(int i=0; i<last\_edge.length; i++) last\_edge[i] = -1;

nedges = 0;

visiting = new Stack<Integer>();

}

public void edge(int v, int w) {

prev\_edge[nedges] = last\_edge[v];

adj[nedges] = w;

last\_edge[v] = nedges++;

}

public int tarjan\_dfs(int v) {

lowest[v] = num[v] = cur\_num++;

visiting.push(v);

visited[v] = 1;

for(int i=last\_edge[v]; i!=-1; i=prev\_edge[i]) {

int w = adj[i];

if(visited[w] == 0) lowest[v] = Math.min(lowest[v], tarjan\_dfs(w));

else if(visited[w] == 1) lowest[v] = Math.min(lowest[v], nu[w]);

}

if(lowest[v] == num[v]) {

int last = -1;

while(last != v) {

comp[last = visiting.top()] = cur\_comp;

visited[last] = 2;

visiting.pop();

}

++cur\_comp;

}

return lowest[v];

}

public void tarjan\_scc(int num\_v = MAXV) {

visiting = new Stack<Integer>();

for(int i=0; i<visited.length; i++) visited[i] = 0;

cur\_num = cur\_comp = 0;

for(int i=0; i<num\_v; ++i)

if(!visited[i]) tarjan\_dfs(i);

}

1. **Shortest Path Faster Algorithm**

public void SPFA(Vector<Node> graph, Node source) {

int[] d = new int[graph.size()];

for(int i=0; i<graph.size(); i++)

if(!graph.elementAt(i).equals(source))

d[i] = 2000000000;

d[s.index] = 0;

Queue<Node> queue = new LinkedList<Node>();

boolean[] visited = new Boolean[graph.size()];

visited[s.index] = true;

queue.add(s);

while(queue.size() != 0) {

Node u = queue.pop();

Vector<Node> edges = u.edges;

Vector<Integer> weights = u.weights;

for(int i=0; i<edges.size(); i++) {

Node v = edges.elementAt(i);

int w = weights.elementAt(i);

if(d[u.index]+w < d[v.index]) {

d[v.index] = d[u.index]+w;

if(!visited[v.index]) {

visited[v.index] = true;

queue.add(v);

}

}

}

}

}

1. **Mathematics**
   1. **LCM**

public int lcm(int a, int b) {

int temp = gcd(a, b);

return temp ? (a/temp\*b) : 0;

}

* 1. **Cycle Finding**

public void cycleFinding(int x0) {

int t=f(x0), h=f(f(x0)), start=0, length=1;

while(t != h) {

t = f(t);

h = f(f(h));

}

h = t;

t = x0;

while(t != h) {

t = f(t);

h = f(h);

++start;

}

h = f(t);

while(t != h) {

h = f(h);

++length;

}

}

* 1. **Binomial Coefficients**

public int C(int n, int k) {

if(k == 0 || k == n)

return 1;

if(table[n][k] != 0)

return table[n][k];

table[n][k] = C(n-1, k-1) + C(n-1, k);

return table[n][k];

}

* 1. **Prime Factors (Pollard’s rho)**

public long mulmod(long a, long b, long c) {

long x = 0, y = a % c;

while(b > 0) {

if(b%2 == 1) x = (x+y) % c;

y = (y\*2) % c;

b /= 2;

}

return x%c;

}

public long gcd(long a, long b) {

return b == 0 ? a : gcd(b, a%b);

}

public long pollard\_rho(long n) {

int i = 0, k = 2;

long x = 3, y = 3;

while(true) {

i++;

x = (mulmod(x, x, n) + n – 1) % n;

long d = gcd(Math.abs(y-x), n);

if(d != 1 && d != n) return d;

if(i == k) {

y = x;

k \*= 2;

}

}

}

* 1. **Relative Prime Factors of N (Euler’s Phi)**

public long eulerPhi(long n) {

long PF\_idx = 0, PF = primes[PF\_idx], ans = N;

while(PF \* PF <= N) {

if(N % PF == 0) ans -= ans/PF;

while(N % PF == 0) N /= PF;

PF = primes[++PF\_idx];

}

if(N != 1) ans -= ans/N;

return ans;

}

* 1. **Diophantine Equations (Extended Euclid)**

// x, y, d are global variables

public void extendedEuclid(int a, int b) {

if(b == 0) {

x = 1;

y = 0;

d = a;

return;

}

extendedEuclid(b, a%b);

int x1 = y;

int y1 = x – (a/b) \* y;

x = x1;

y = y1;

}

**g. Catalan Numbers**

1. **Mathematical Sums**

sum(k) = n(n+1)/2

sum(k)a\_to\_b = (a+b)(b-a+1)/2

sum(k^2) = n(n+1)(2n+1)/6

sum(k^3) = n^2(n+1)^2/4

sum(k^4) = (6n^5+15n^4+10n^3-n)/30

sum(k^5) = (2n^6+6n^5+5n^4-n^2)/12

sum(x^k) = (x^(n+1)-1)/(x-1)

sum(kx^k( = (x-(n+1)x^(n+1) + nx^(n+2))/(x-1)^2

1. **Pythagorean Triples**

x = 2mn, y = m^2-n^2, z = m^2+n^2 where m>n, gcd(m,n)=1 and m~n(mod2)

1. **Geometry**
   1. **Line Intersection**
   2. **Line Segment Intersection Algorithm**

public boolean doesIntersect(Line a, Line b) {

double denominator = ((b.Y2 - b.Y1) \* (a.X2 - a.X1)) - ((b.X2 - b.X1) \*

(a.Y2 - a.Y1));

double numeratorA = ((b.X2 - b.X1) \* (a.Y1 - b.Y1)) - ((b.Y2 - b.Y1) \*

(a.X1 - b.X1));

double numeratorB = ((a.X2 - a.X1) \* (a.Y1 - b.Y1)) - ((a.Y2 - a.Y1) \*

(a.X1 - b.X1));

if(denominator == 0)

return false;

double uA = numeratorA / denominator;

double uB = numeratorB / denominator;

if(uA >= 0 && uA <= 1 && uB >= 0 && uB <= 1)

return true;

return false;

}

1. **2D Point Implementation**

public class Point implements Comparable<Point> {

double x, y;

final Comparator<Point> POLAR\_ORDER = new PolarOrder();

public Point(double x, double y) {

this.x = x;

this.y = y;

}

public static int ccw(Point a, Point b, Point c) {

double area2 = (b.x-a.x)\*(x.y-a.y) – (b.y-a.y)\*(c.x-a.x);

if(area < 0) return -1;

else if(area2 > 0) return 1;

else return 0;

}

private class PolarOrder implements Comparator<Point> {

public int compare(Point q1, Point q2) {

double dx1 = q1.x-x;

double dy1 = q1.y-y;

double dx2 = q2.x-x;

double dy2 = q2.y-y;

if(dy1 >= 0 && dy2 < 0) return -1;

else if(dy2 >= 0 && dy1 < 0) return 1;

else if(dy1 == 0 && dy2 == 0) {

if(dx1 >= 0 && dx2 < 0) return -1;

else if(dx2 >= 0 && dx < 0) return 1;

else return 0;

}

else return –ccw(Point.this, q1, q2);

}

}

}

1. **Convex Hull**

public class GrahamScan {

Stack<Point> hull = new Stack<Point>();

public GrahamScan(Point[] pts) {

int n = pts.length;

Point[] points = new Point[n];

for(int i=0; i<n; i++)

points[i] = pts[i];

Arrays.sort(points);

Arrays.sort(points, 1, n, points[0].POLAR\_ORDER);

hull.push(points[0]);

int k1;

for(k1=1; k1<n; k1++)

if(!points[0].equals(points[k1])) break;

if(k1 == n) return;

int k2;

for(k2=k1+1; k2<n; k2++)

if(Point.ccw(points[0], points[k1], points[k2]) != 0) break;

hull.push(points[k2-1]);

for(int i=k2; i<n; i++) {

Point top = hull.pop();

while(Point.ccw(hull.peek(), top, points[i]) <= 0)

top = hull.pop();

hull.push(top);

hull.push(points[i]);

}

assert isConvex();

}

public Iterable<Point> hull() {

Stack<Point> s = new Stack<Point>();

for(Point p : hull) s.push(p);

return s;

}

private boolean isConvex() {

int n = hull.size();

if(n <= 2) return true;

Point[] points = new Point[n];

int n=0;

for(Point p : hull())

points[n++] = p;

for(int i=0; i<n; i++)

if(Point.ccw(points[i], points[(i+1) % n], points[(i+2) % n])

<= 0) return false;

return true;

}

}

1. **Area of a Polygon**

public double area(Vector<Point> p) {

double result = 0;

double x1, y1, x2, y2;

for(int i=0; i<p.size(); i++) {

x1 = p.elementAt(i).x;

x2 = p.elementAt((i+1) % p.size()).x;

y1 = p.elementAt(i).y;

y2 = p.elementAt((i+1) % p.size()).y;

result += (x1 \* y2 – x2 \* y1);

}

return Math.abs(result)/2.0;

}

1. **Points/Lines**

public class Point implements Comparable<Point> {

double x, y;

public Point(double \_x, double \_y) {

x = \_x;

y = \_y;

}

public int compareTo(Point other) {

if(Math.abs(x-other.x) > 1e-9)

return (int)Math.ceil(x-other.x);

else if(Math.abs(y-other.y) > 1e-9)

return (int)Math.ceil(y-other.y);

else return 0;

}

}

public class Line {

double a, b, c;

double m, c;

}

public class Vec {

double x, y;

}

// methods

public double distance(Point p1, Point p2) {

return Math.hypot(p1.x-p2.x, p1.y-p2.y);

}

public Point rotate(Point p, double theta) {

double rad = Math.toRadians(theta);

return new Point(p.x\*Math.cos(rad) – p.y\*Math.sin(rad),

p.x\*Math.sin(rad) + p.y\*Math.cos(rad));

}

public void pointsToLine(Point p1, Point p2, Line l) {

if(Math.abs(p1.x-p2.x) < 1e-9) {

l.a = 1.0;

l.b = 0.0;

l.c = -p1.x;

}

else {

l.a = -(double)(p1.y-p2.y)/(p1.x-p2.x);

l.b = 1.0;

l.c = -(double)(l.a\*p1.x)-p1.y;

}

}

public int pointsToLine2(Point p1, Point p2, Line l) {

if(Math.abs(p1.x-p2.x) < 1e-9) {

l.m = INF;

l.c = p1.x;

return 0; // vertical line

}

else {

l.m = (double)(p1.y-p2.y)/(p1.x-p2.x);

l.c = p1.y-l.m\*p1.x;

return 1;

}

}

public boolean areParallel(Line l1, Line l2) {

return (Math.abs(l1.a-l2.a) < 1e-9) && (Math.abs(l1.b-l2.b) < 1e-9);

}

public boolean areSame(Line l1, Line l2) {

return areParallel(l1, l2) && (Math.abs(l1.c-l2.c) < 1e-9);

}

public boolean areIntersect(Line l1, Line l2, Point p) {

if(areParallel(l1, l2))

return false;

p.x = (l2.b\*l1.c-l1.b\*l2.c)/(l2.a\*l1.b-l1.a\*l2.b);

if(Math.abs(l1.b) > 1e-9) p.y = -(l1.a\*p.x+l1.c);

else p.y = -(l2.a\*p.x+l2.c);

return true;

}

public Vec toVec(Point a, Point b) {

return new Vec(b.x-a.x, b.y-a.y);

}

public Vec scale(Vec v, double s) {

return new Vec(v.x\*s, v.y\*s);

}

public Point translate(Point p, Vec v) {

return new Point(p.x+v.x, p.y+v.y);

}

1. **Circles**

public boolean circle2PtsRad(Point p1, Point p2, double r, Point ans) {

double d2 = (p1.x-p2.x)\*(p1.x-p2.x) + (p1.y-p2.y)\*(p1.y-p2.y);

double det = r\*r/d2-0.25;

if(det < 0.0) return false;

double h = Math.sqrt(det);

c.x = (p1.x+p2.x)\*0.5 + (p1.y-p2.y)\*h;

c.y = (p1.y+p2.y)\*0.5 + (p2.x-p1.x)\*h;

return true;

}

1. **Triangles**

public double dist(Point p1, Point p2) {

return Math.hypot(p1.x-p2.x, p1.y-p2.y);

}

public double perimeter(Point a, Point b, Point c) {

return dist(a, b) + dist(b, c) + dist(c, a);

}

public double area(Point a, Point b, Point c) {

double s = 0.5\*perimeter(a, b, c);

return Math.sqrt(a)\*Math.sqrt(s-dist(a,b))\*

Math.sqrt(s-dist(b,c))\*Math.sqrt(s-dist(c,a));

}

public double rInCircle(Point a, Point b, Point c) {

return area(a,b,c)/(0.5\*perimeter(a,b,c));

}

public int inCircle(Point p1, Point p2, Point p3, Point ctr, double r) {

r = rInCircle(p1, p2, p3);

if(Math.abs(r) < 1e-9) return 0;

Line l1 = new Line();

Line l2 = new Line();

double ratio = dist(p1, p2)/dist(p1, p3);

Point p = translate(p2, scale(toVec(p2, p3), ratio/(1+ratio)));

pointsToLine(p1, p, l1);

ratio = dist(p2, p1)/dist(p2, p3);

p = translate(p1, scale(toVec(p1, p3), ratio/(1+ratio)));

pointsToLine(p2, p, l2);

areIntersect(l1, l2, ctr);

return 1;

}

public double rCircumCircle(Point a, Point b, Point c) {

return dist(a, b) \* dist(b, c) \* dist(c, a) / (4.0\*area(a, b, c));

}

public double circumCircle(Point p1, Point p2, Point p3, Point ctr) {

double a = p2.x-p1.x, b = p2.y-p1.y;

double c = p3.x-p1.x, d = p3.y-p1.y;

double e = a\*(p1.x+p2.x) + b\*(p1.y+p2.y);

double f = c\*(p1.x+p3.x) + d\*(p1.y+p3.y);

double g = 2.0\*(a\*(p3.y-p2.y)-b\*(p3.x-p2.x));

if(Math.abs(g) < 1e-9) return 0;

ctr.x = (d\*e – b\*f)/g;

ctr.y = (a\*f – c\*e)/g;

return dist(p1, ctr);

}

public boolean inCircumCircle(Point a, Point b, Point c, Point d) {

return ((a.x-d.x)\*(b.y-d.y)\*((c.x-d.x)\*(c.x-d.x)

+ (c.y-d.y)\*(c.y-d.y)) + (a.y-d.y)\*((b.x-d.x)\*(b.x-d.x)

+ (b.y-d.y)\*(b.y-d.y))\*(c.x - d.x)

+ ((a.x-d.x)\*(a.x-d.x) + (a.y-d.y)\*(a.y-d.y))\*(b.x-d.x)\*(c.y-d.y)

- ((a.x-d.x)\*(a.x-d.x) + (a.y-d.y)\*(a.y-d.y))\*(b.y-d.y)\*(c.x-d.x)

- (a.y-d.y)\*(b.x-d.x)\*((c.x-d.x)\*(c.x-d.x)

+ (c.y-d.y)\*(c.y-d.y)) - (a.x-d.x)\*((b.x-d.x)\*(b.x-d.x)

+ (b.y-d.y)\*(b.y-d.y))\*(c.y-d.y)) > 0.0;

}

public boolean canFormTriangle(double a, double b, double c) {

return (a+b>c) && (a+c>b) && (b+c>a);

}

1. **Polygons**

public double dot(Vec a, Vec b) {

return (a.x\*b.x + a.y\*b.y);

}

public double norm\_sq(Vec v) {

return v.x\*v.x + v.y\*v.y;

}

public double angle(Point a, Point o, Point b) {

Vec oa = toVec(o, a), ob = toVec(o, b);

return Math.acos(dot(oa, ob) / Math.sqrt(norm\_sq(oa) \* norm\_sq(ob)));

}

public double cross(Vec a, Vec b) {

return a.x\*b.y – a.y\*b.x;

}

public boolean ccw(Point p, Point q, Point r) {

return cross(toVec(p, q), toVec(p, r)) > 0; // >= 0 to check collinear

}

public boolean collinear(Point p, Point q, Point r) {

return Math.abs(cross(toVec(p, q), toVec(p, r))) < 1e-9;  
}

public boolean isConvex(List<Point p) {

int sz = (int)P.size();

if(sz <= 3) return false;

boolean isLeft = ccw(P.get(0), P.get(1), P.get(2));

for(int i=1; i<sz-1; i++)

if(ccw(P.get(i), P.get(i+1), P.get((i+2)==sz?1:i+2)) != isLeft)

return false;

return true;

}

public boolean inPolygon(Point pt, List<Point> P) {

if((int)P.size() == 0) return false;

double sum = 0;

for(int i=0; i<(int)P.size()-1; i++) {

if(ccw(pt, P.get(i), P.get(i+1)))

sum += angle(P.get(i), pt, P.get(i+1));

else sum -= angle(P.get(i), pt, P.get(i+1));

}

return Math.abs(Math.abs(sum)-2\*Math.PI) < 1e-9;

}

public Point lineIntersectSeg(Point p, Point q, Point A, Point B) {

double a = B.y – A.y;

double b = A.x – B.x;

double c = B.x \* A.y – A.x \* B.y;

double u = Math.abs(a\*p.x + b\*p.y + c);

double v = Math.abs(a\*q.x + b\*q.y + c);

return new Point((p.x\*v + q.x\*u) / (u+v), (p.y\*v + q.y\*u)/(u+v));

}

6. **String Manipulation**

a. **Regular Expressions**

**Extracting and Capturing**

import java.util.regex.\*;

public static void main(String[] args) {

String input = "I have a cat, but I like my dog better.";

Pattern p = Pattern.compile("(mouse|cat|dog|wolf|bear|human)");

Matcher m = p.matcher(input);

List<String> animals = new ArrayList<String>();

while (m.find()) {

System.out.println("Found a " + m.group() + ".");

animals.add(m.group());

}

}

**Modifying and Substitution**

public static void main(String[] args) {

String input = "User clientId=23421. Some more text

clientId=33432. This clientNum=100";

Pattern p = Pattern.compile("(clientId=)(\\d+)");

Matcher m = p.matcher(input);

StringBuffer result = new StringBuffer();

while (m.find()) {

System.out.println("Masking: " + m.group(2));

m.appendReplacement(result, m.group(1) + "\*\*\*masked\*\*\*");

}

m.appendTail(result);

System.out.println(result);

}

b. **String Matching (KMP-Strong)**

private static void preprocess() {

int k=1;

for(int j=2; j<pattern.length(); j++) {

if(pattern.charAt(j) == pattern.charAt(k))

next[j] = next[k];

else

next[j] = k;

while(k > 0 && pattern.charAt(j) != pattern.charAt(k))

k = next[k];

k++;

}

}

private static void process(String[] lines) {

for(int i=0; i<lines.length; i++) {

String line = lines[i];

String temp = "" + line;

j++;

if(Collections.binarySearch(options, 'I') >= 0) {

line = line.toLowerCase();

pattern = pattern.toLowerCase();

}

int i=0, k=1;

while(i < line.length() && k < pattern.length()) {

while(k >= 1 && line.charAt(i) != pattern.charAt(k))

k = next[k];

i++;

k++;

}

if(k == pattern.length()) {

lines.addElement("[" + j + "]" + temp);

count++;

}

}

}

* 1. **String Alignment**

// dp table is global

public int strAlign(char[] A, char[] B) {

int i, j, n = A.length, m = B.length;

for(i=1; i<=n; i++) table[i][0] = i\*-1;

for(j=1; j<=m; j++) table[0][j] = j\*-1;

for(i=1; i<=n; i++)

for(j=1; j<=m; j++) {

table[i][j] = table[i-1][j-1] + (A[i-1] == B[j-1] ? 2 : -1);

table[i][j] = Math.max(table[i][j], table[i-1][j]-1);

table[i][j] = Math.max(table[i][j], table[i][j-1]-1);

}

return table[n][m];

}